* An *array* is a type of data structure that stores elements of the same type in a contiguous block of memory. In an array, A, of size N, each memory location has some unique index, i (where 0<=i<N), that can be referenced as A[i] or Ai.

Reverse an array of integers.

**Function Description:** Complete the function *reverseArray* in the editor below.

*reverseArray* has the following parameter(s):

* *int A[n]*: the array to reverse

**Returns:** *int[n]*: the reversed array

**Input Format:** The first line contains an integer, N, the number of integers in A.  
The second line contains N space-separated integers that make up A.

**Sample Input:** 4  
1 4 3 2

**Sample Output:**2 3 4 1

Ans:

import os

def reverseArray(a):

    return a[::-1]

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    arr\_count = int(input().strip())

    arr = list(map(int, input().rstrip().split()))

    res = reverseArray(arr)

    fptr.write(' '.join(map(str, res)))

    fptr.write('\n')

    fptr.close()

* Given a 6\*6 *2D Array*, arr:1 1 1 0 0 0

0 1 0 0 0 0

1 1 1 0 0 0

0 0 0 0 0 0

0 0 0 0 0 0

0 0 0 0 0 0

An hourglass in A is a subset of values with indices falling in this pattern in arr's graphical representation:a b c

d

e f g

There are 16 hourglasses in arr. An *hourglass sum* is the sum of an hourglass' values. Calculate the hourglass sum for every hourglass in arr, then print the *maximum* hourglass sum. The array will always be 6\*6.

**Function Description:** Complete the function *hourglassSum* in the editor below.

hourglassSum has the following parameter(s):

* *int arr[6][6]*: an array of integers

**Returns:** *int:* the maximum hourglass sum

**Input Format:** Each of the 6 lines of inputs arr[i] contains 6 space-separated integers arr[i][j].

**Output Format:** Print the largest (maximum) hourglass sum found in arr.

**Sample Input:** 1 1 1 0 0 0

0 1 0 0 0 0

1 1 1 0 0 0

0 0 2 4 4 0

0 0 0 2 0 0

0 0 1 2 4 0

**Sample Output:** 19

Ans:

import os

def hourglassSum(arr):

    return max(sum(arr[i][j:j+3]+[arr[i+1][j+1]]+arr[i+2][j:j+3]) for i in range(4) for j in range(4))

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    arr = []

    for \_ in range(6):

        arr.append(list(map(int, input().rstrip().split())))

    result = hourglassSum(arr)

    fptr.write(str(result) + '\n')

    fptr.close()

* A *left rotation* operation on an array of size n shifts each of the array's elements 1 unit to the left. Given an integer, d, rotate the array that many steps left and return the result.

**Example:** d=2

arr=[1,2,3,4,5]

After 2 rotations,arr’=[3,4,5,1,2] .

**Function Description:** Complete the *rotateLeft* function in the editor below.

*rotateLeft* has the following parameters:

* *int d:* the amount to rotate by
* *int arr[n]:* the array to rotate

**Returns:** *int[n]:* the rotated array

**Input Format:** The first line contains two space-separated integers that denote n, the number of integers, and ,d the number of left rotations to perform.  
The second line contains n space-separated integers that describe arr[].

**Sample Input:** 5 4

1 2 3 4 5

**Sample Output:** 5 1 2 3 4

Ans: import os

rotateLeft=lambda d,arr:arr[d:]+arr[:d]

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    first\_multiple\_input = input().rstrip().split()

    n = int(first\_multiple\_input[0])

    d = int(first\_multiple\_input[1])

    arr = list(map(int, input().rstrip().split()))

    result = rotateLeft(d, arr)

    fptr.write(' '.join(map(str, result)))

    fptr.write('\n')

    fptr.close()

* There is a collection of input strings and a collection of query strings. For each query string, determine how many times it occurs in the list of input strings. Return an array of the results.

**Function Description:** Complete the function *matchingStrings* in the editor below. The function must return an array of integers representing the frequency of occurrence of each query string in *stringList*.

matchingStrings has the following parameters:

* *string stringList[n]* - an array of strings to search
* *string queries[q]* - an array of query strings

**Returns:** *int[q]:* an array of results for each query

**Input Format:** The first line contains and integer n, the size of stringList[].  
Each of the next n lines contains a string stringList[i].  
The next line contains q, the size of queries[].  
Each of the next q lines contains a string queries[i].

**Sample Input:** 3  
def  
de  
fgh  
3  
de  
lmn  
fgh

**Sample Output:**1  
0  
1

Ans:

from collections import Counter

import os

def matchingStrings(stringList,queries):

    c=Counter(stringList)

    return [c[q] for q in queries]

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    stringList\_count = int(input().strip())

    stringList = []

    for \_ in range(stringList\_count):

        stringList\_item = input()

        stringList.append(stringList\_item)

    queries\_count = int(input().strip())

    queries = []

    for \_ in range(queries\_count):

        queries\_item = input()

        queries.append(queries\_item)

    res = matchingStrings(stringList, queries)

    fptr.write('\n'.join(map(str, res)))

    fptr.write('\n')

    fptr.close()

* Complete the function *solveMeFirst* to compute the sum of two integers.

**Function Description:** Complete the *solveMeFirst* function in the editor below.

*solveMeFirst* has the following parameters:

* *int a*: the first value
* *int b*: the second value

Returns: - *int*: the sum of a and b

**Sample Input:** a = 2

b = 3

**Sample Output:** 5

Ans:

solveMeFirst=lambda a,b:a+b

print(solveMeFirst(int(input()),int(input())))

* Given an array of integers, find the sum of its elements.

**Function Description:** Complete the *simpleArraySum* function in the editor below. It must return the sum of the array elements as an integer.

simpleArraySum has the following parameter(s):

* *ar*: an array of integers

**Input Format:** The first line contains an integer, n, denoting the size of the array.  
The second line contains n space-separated integers representing the array's elements.

**Output Format:** Print the sum of the array's elements as a single integer.

**Sample Input:** 6

1 2 3 4 10 11

**Sample Output:** 31

Ans:

import os

simpleArraySum=lambda ar:sum(ar)

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    ar\_count = int(input().strip())

    ar = list(map(int, input().rstrip().split()))

    result = simpleArraySum(ar)

    fptr.write(str(result) + '\n')

    fptr.close()

* Alice and Bob each created one problem for HackerRank. A reviewer rates the two challenges, awarding points on a scale from *1* to *100* for three categories: *problem clarity*, *originality*, and *difficulty*.

The rating for Alice's challenge is the triplet *a = (a[0], a[1], a[2])*, and the rating for Bob's challenge is the triplet *b = (b[0], b[1], b[2])*.

The task is to find their *comparison points* by comparing *a[0]* with *b[0]*, *a[1]* with *b[1]*, and *a[2]* with *b[2]*.

* If *a[i] > b[i]*, then Alice is awarded *1* point.
* If *a[i] < b[i]*, then Bob is awarded *1* point.
* If *a[i] = b[i]*, then neither person receives a point.

Comparison points is the total points a person earned.

Given *a* and *b*, determine their respective comparison points.

**Example:** *a = [1, 2, 3]*  
*b = [3, 2, 1]*

* For elements \*0\*, Bob is awarded a point because *a[0] .*
* *For the equal elements a[1] and b[1], no points are earned.*
* *Finally, for elements 2, a[2] > b[2] so Alice receives a point.*

*The return array is [1, 1] with Alice's score first and Bob's second.*

***Function Description:*** *Complete the function compareTriplets in the editor below.*

*compareTriplets has the following parameter(s):*

* *int a[3]: Alice's challenge rating*
* *int b[3]: Bob's challenge rating*

***Return:*** *int[2]*: Alice's score is in the first position, and Bob's score is in the second.

**Input Format:** The first line contains *3* space-separated integers, *a[0]*, *a[1]*, and *a[2]*, the respective values in triplet *a*.  
The second line contains *3* space-separated integers, *b[0]*, *b[1]*, and *b[2]*, the respective values in triplet *b*.

**Sample Input:** 17 28 30

99 16 8

**Sample Output:** 2 1

Ans:

import os

compareTriplets=lambda a,b:[sum(i>j for i,j in zip(a,b)),sum(i<j for i,j in zip(a,b))]

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    a = list(map(int, input().rstrip().split()))

    b = list(map(int, input().rstrip().split()))

    result = compareTriplets(a, b)

    fptr.write(' '.join(map(str, result)))

    fptr.write('\n')

    fptr.close()

* In this challenge, you are required to calculate and print the sum of the elements in an array, keeping in mind that some of those integers may be quite large.

**Function Description:** Complete the *aVeryBigSum* function in the editor below. It must return the sum of all array elements.

aVeryBigSum has the following parameter(s):

* *int ar[n]*: an array of integers .

**Return:** *long*: the sum of all array elements

**Input Format:** The first line of the input consists of an integer n.  
The next line contains n space-separated integers contained in the array.

**Output Format:** Return the integer sum of the elements in the array.

**Sample Input:** 5

1000000001 1000000002 1000000003 1000000004 1000000005

**Output:** 5000000015

Ans:

import os

aVeryBigSum=lambda ar:sum(ar)

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    ar\_count = int(input().strip())

    ar = list(map(int, input().rstrip().split()))

    result = aVeryBigSum(ar)

    fptr.write(str(result) + '\n')

    fptr.close()

* Staircase detail: Its base and height are both equal to n. It is drawn using # symbols and spaces. *The last line is not preceded by any spaces.*

Write a program that prints a staircase of size n.

**Function Description:** Complete the *staircase* function in the editor below.

staircase has the following parameter(s):

* *int n*: an integer

**Print:** Print a staircase as described above.

**Input Format:** A single integer, n, denoting the size of the staircase.

**Output Format:** Print a staircase of size n using # symbols and spaces.

**Note**: The last line must have 0 spaces in it.

**Sample Input:** 6

**Sample Output:**  #

##

###

####

#####

######

Ans:

import os

def staircase(n):

    for i in range(n):

        print(" "\*(n-1-i),"#"\*(i+1),sep="")

if \_\_name\_\_ == '\_\_main\_\_':

    staircase(int(input().strip()))

* You are in charge of the cake for a child's birthday. You have decided the cake will have one candle for each year of their total age. They will only be able to blow out the tallest of the candles. Count how many candles are tallest.

**Example:** candles=[4,4,1,3]

The maximum height candles are 4 units high. There are 2 of them, so return 2.

**Function Description:** Complete the function birthdayCakeCandles in the editor below.

birthdayCakeCandles has the following parameter(s):

* *int candles[n]*: the candle heights

**Returns:** *int*: the number of candles that are tallest

**Input Format:** The first line contains a single integer, n, the size of candles[].  
The second line contains n space-separated integers, where each integer i describes the height of candles[i].

**Sample Input:** 4

3 2 1 3

**Sample Output:** 2

Ans:

import os

from collections import Counter

birthdayCakeCandles=lambda candles:next(v for k,v in Counter(candles).most\_common(1))

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    candles\_count = int(input().strip())

    candles = list(map(int, input().rstrip().split()))

    result = birthdayCakeCandles(candles)

    fptr.write(str(result) + '\n')

    fptr.close()

* HackerLand University has the following grading policy:
* Every student receives a grade in the inclusive range from 0 to 100.
* Any grade less than 40 is a failing grade.

Sam is a professor at the university and likes to round each student's grade according to these rules:

* If the difference between the grade and the next multiple of 5 is less than 3, round grade up to the next multiple of 5.
* If the value of grade is less than 38, no rounding occurs as the result will still be a failing grade.

**Examples:**

* grade=84 round to 85 (85 - 84 is less than 3)
* grade=29 do not round (result is less than 40)
* grade=57 do not round (60 - 57 is 3 or higher)

Given the initial value of grade for each of Sam's n students, write code to automate the rounding process.

**Function Description:** Complete the function *gradingStudents* in the editor below.

gradingStudents has the following parameter(s):

* *int grades[n]*: the grades before rounding

**Returns:** *int[n]*: the grades after rounding as appropriate

**Input Format:** The first line contains a single integer,n , the number of students.  
Each line i of the n subsequent lines contains a single integer, grades[i].

**Sample Input:** 4

73

67

38

33

**Sample Output:** 75

67

40

33

**Explanation:** ![image](data:image/png;base64,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)

Ans:

import os

gradingStudents=lambda grades:[(g+5-g%5) if g>=38 and g%5>=3 else g for g in grades]

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    grades\_count = int(input().strip())

    grades = []

    for \_ in range(grades\_count):

        grades\_item = int(input().strip())

        grades.append(grades\_item)

    result = gradingStudents(grades)

    fptr.write('\n'.join(map(str, result)))

    fptr.write('\n')

    fptr.close()

* Given an array of integers and a positive integer k, determine the number of (i,j) pairs where i<j and ar[i] + ar[j] is divisible by k.

**Example:** ar=[1,2,3,4,5,6]

k=5

Three pairs meet the criteria: [1,4],[2,3] and [4,6].

**Function Description:** Complete the *divisibleSumPairs* function in the editor below.

divisibleSumPairs has the following parameter(s):

* *int n:* the length of array ar
* *int ar[n]:* an array of integers
* *int k:* the integer divisor

**Returns:** - *int:* the number of pairs

**Input Format:** The first line contains 2 space-separated integers, n and k.  
The second line contains n space-separated integers, each a value of arr[i].

**Sample Input:** STDIN Function

----- --------

6 3 n = 6, k = 3

1 3 2 6 1 2 ar = [1, 3, 2, 6, 1, 2]

**Sample Output**: 5

Ans:

import os

def divisibleSumPairs(n,k,ar):

    ar=sorted(ar)

    return sum(1 for i in range(n) for j in range(i+1,n) if (ar[i]+ar[j])%k==0)

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    first\_multiple\_input = input().rstrip().split()

    n = int(first\_multiple\_input[0])

    k = int(first\_multiple\_input[1])

    ar = list(map(int, input().rstrip().split()))

    result = divisibleSumPairs(n, k, ar)

    fptr.write(str(result) + '\n')

    fptr.close()

* Given an array of bird sightings where every element represents a bird type id, determine the id of the most frequently sighted type. If more than 1 type has been spotted that maximum amount, return the smallest of their ids.

**Example**: arr=[1,1,2,2,3]

There are two each of types 1 and 2, and one sighting of type 3. Pick the lower of the two types seen twice: type 1.

**Function Description:** Complete the *migratoryBirds* function in the editor below.

migratoryBirds has the following parameter(s):

* *int arr[n]*: the types of birds sighted

**Returns:** *int:* the lowest type id of the most frequently sighted birds

**Input Format:** The first line contains an integer, n, the size of arr.  
The second line describes arr as n space-separated integers, each a type number of the bird sighted.

**Sample Input:** 6

1 4 4 4 5 3

**Sample Output:** 4

Ans:

from collections import Counter

import os

def migratoryBirds(arr):

    c=Counter(arr)

    f=next(v for k,v in c.most\_common(1))

    return min(k for k,v in c.items() if f==v)

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    arr\_count = int(input().strip())

    arr = list(map(int, input().rstrip().split()))

    result = migratoryBirds(arr)

    fptr.write(str(result) + '\n')

    fptr.close()

* Maria plays college basketball and wants to go pro. Each season she maintains a record of her play. She tabulates the number of times she breaks her season record for *most points* and *least points* in a game. Points scored in the first game establish her record for the season, and she begins counting from there.

**Example:** scores=[12,24,10,24]

Scores are in the same order as the games played. She tabulates her results as follows:

Count

Game Score Minimum Maximum Min Max

0 12 12 12 0 0

1 24 12 24 0 1

2 10 10 24 1 1

3 24 10 24 1 1

Given the scores for a season, determine the number of times Maria breaks her records for *most* and *least* points scored during the season.

**Function Description:** Complete the *breakingRecords* function in the editor below.

breakingRecords has the following parameter(s):

* *int scores[n]:* points scored per game

**Returns:** *int[2]:* An array with the numbers of times she broke her records. Index 0 is for breaking *most points* records, and index 1 is for breaking *least points* records.

**Input Format:** The first line contains an integer n, the number of games.  
The second line contains n space-separated integers describing the respective values of score0, score1,…, scoren-1.

**Sample Input:** 9

10 5 20 20 4 5 2 25 1

**Sample Output:** 2 4

Ans:

import os

def breakingRecords(scores):

    min,max,minc,maxc=scores[0],scores[0],0,0

    for i in scores:

        if i>max:max=i;maxc+=1

        elif i<min:min=i;minc+=1

    return [maxc,minc]

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    n = int(input().strip())

    scores = list(map(int, input().rstrip().split()))

    result = breakingRecords(scores)

    fptr.write(' '.join(map(str, result)))

    fptr.write('\n')

    fptr.close()

* Two children, Lily and Ron, want to share a chocolate bar. Each of the squares has an integer on it.

Lily decides to share a contiguous segment of the bar selected such that:

* The length of the segment matches Ron's birth month, and,
* The sum of the integers on the squares is equal to his birth day.

Determine how many ways she can divide the chocolate.

**Function Description:** Complete the *birthday* function in the editor below.

birthday has the following parameter(s):

* *int s[n]:* the numbers on each of the squares of chocolate
* *int d:* Ron's birth day
* *int m:* Ron's birth month

**Returns:** *int:* the number of ways the bar can be divided

**Input Format:** The first line contains an integer n, the number of squares in the chocolate bar.  
The second line contains n space-separated integers s[i], the numbers on the chocolate squares where 0<=i<n.  
The third line contains two space-separated integers, d and m, Ron's birth day and his birth month.

**Sample Input:** 5

1 2 1 3 2

3 2

**Sample Output:** 2

**Explanation:** Lily wants to give Ron m=2 squares summing to d=3. The following two segments meet the criteria:

![image](data:image/png;base64,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)

Ans:

import os

birthday=lambda s,d,m:sum(1 for i in range(len(s)) if sum(s[i:i+m])==d)

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    n = int(input().strip())

    s = list(map(int, input().rstrip().split()))

    first\_multiple\_input = input().rstrip().split()

    d = int(first\_multiple\_input[0])

    m = int(first\_multiple\_input[1])

    result = birthday(s, d, m)

    fptr.write(str(result) + '\n')

    fptr.close()

* Two cats and a mouse are at various positions on a line. You will be given their starting positions. Your task is to determine which cat will reach the mouse first, assuming the mouse does not move and the cats travel at equal speed. If the cats arrive at the same time, the mouse will be allowed to move and it will escape while they fight.

You are given q queries in the form of x, y, and z representing the respective positions for cats A and B, and for mouse C. Complete the function catAndMouse to return the appropriate answer to each query, which will be printed on a new line.

* If cat A catches the mouse first, print Cat A.
* If cat B catches the mouse first, print Cat B.
* If both cats reach the mouse at the same time, print Mouse C as the two cats fight and mouse escapes.

**Function Description:** Complete the *catAndMouse* function in the editor below.

catAndMouse has the following parameter(s):

* *int x*: Cat A's position
* *int y*: Cat B's position
* *int z*: Mouse C's position

**Returns:** *string:* Either 'Cat A', 'Cat B', or 'Mouse C'

**Input Format:** The first line contains a single integer, q, denoting the number of queries.  
Each of the q subsequent lines contains three space-separated integers describing the respective values of  x(cat A's location),  y(cat B's location), and  z(mouse C's location).

**Sample Input:** 2

1 2 3

1 3 2

**Sample Output:** Cat B

Mouse C

**Explanation:** The positions of the cats and mouse are shown below: ![image](data:image/png;base64,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)

Ans:

import os

catAndMouse=lambda catA,catB,mouseC:"Cat A" if abs(catA-mouseC)<abs(catB-mouseC) else "Cat B" if abs(catA-mouseC)>abs(catB-mouseC) else "Mouse C"

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    q = int(input())

    for q\_itr in range(q):

        xyz = input().split()

        x = int(xyz[0])

        y = int(xyz[1])

        z = int(xyz[2])

        result = catAndMouse(x, y, z)

        fptr.write(result + '\n')

    fptr.close()

* There is a sequence of words in [CamelCase](https://en.wikipedia.org/wiki/CamelCase) as a string of letters, s, having the following properties:
* It is a concatenation of one or more words consisting of English letters.
* All letters in the first word are lowercase.
* For each of the subsequent words, the first letter is uppercase and rest of the letters are lowercase.

Given s, determine the number of words in s.

**Function Description:** Complete the camelcase function in the editor below.

camelcase has the following parameter(s):

* string s: the string to analyze

**Returns:** int: the number of words in s.

**Input Format:** A single line containing string s.

**Sample Input:** saveChangesInTheEditor

**Sample Output:** 5

Ans:

import os

camelcase=lambda s:sum(1 for i in s if i.isupper())+1

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    s = input()

    result = camelcase(s)

    fptr.write(str(result) + '\n')

    fptr.close()

* Louise joined a social networking site to stay in touch with her friends. The signup page required her to input a *name* and a *password*. However, the password must be *strong*. The website considers a password to be *strong* if it satisfies the following criteria:
* Its length is at least 6.
* It contains at least one digit.
* It contains at least one lowercase English character.
* It contains at least one uppercase English character.
* It contains at least one special character. The special characters are: !@#$%^&\*()-+

She typed a random string of length n in the password field but wasn't sure if it was strong. Given the string she typed, can you find the minimum number of characters she must add to make her password strong?

**Function Description:** Complete the *minimumNumber* function in the editor below.

*minimumNumber* has the following parameters:

* *int n:* the length of the password
* *string password:* the password to test

**Returns:** *int:* the minimum number of characters to add

**Input Format:** The first line contains an integer n, the length of the password.

The second line contains the password string. Each character is either a lowercase/uppercase English alphabet, a digit, or a special character.

**Sample Input:** 3

Ab1

**Sample Output:** 3

Ans:

import os

import re

def minimumNumber(n,password):

    patterns=['[0-9]','[a-z]','[A-Z]','[!@#$%^&\*()+-]']

    missing\_types=sum(1 for pattern in patterns if not re.search(pattern,password))

    return max(missing\_types,6-n)

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    n = int(input().strip())

    password = input()

    answer = minimumNumber(n, password)

    fptr.write(str(answer) + '\n')

    fptr.close()